Initial Setup

1. Create a folder with the name of your project and open it with VS Code.
2. Open git bash terminal to Setup virtual environment and install django:
   1. Create virtual environment:

python -m venv env

* 1. Activate the virtual environment:

source env/Scripts/activate

* 1. Install Django inside the virtual environment:

pip install django

* 1. Check the django installation package:

pip freeze

1. Create the project.

django-admin startproject .

1. Run the server to check if it is working:

python manage.py runserver

Digging deep into the project

Setting up the home page of the project:

1. Create a folder named ‘templates’ at the root directory of your project which will contain all the html files of your project.
2. Copy the html file that your need as your home page or landing page or your website inside the ‘templates’ folder.
3. Register the ‘templates’ folder in the project. Go to your project’s ‘settings.py’ file and find ‘TEMPLATES’ list. Inside this list find ‘DIRS’. Inside ‘DIRS’ add the name of the folder that contains all html files. Here, ‘templates’.

'DIRS': ['templates'],

1. Now create a folder named ‘views.py’ inside your project folder that will be responsible for all the views of our project.
2. Edit ‘views.py’ file for our home page as follows:

from django.shortcuts import render

def home(request):

return render(request, 'index.html')

1. Edit your project’s ‘urls.py’ to assign the newly created view to an url. Code as follows:

from django.contrib import admin

from django.urls import path

from . import views

urlpatterns = [

path('admin/', admin.site.urls),

path("", views.home, name='home'),

]

1. Now run the server again and see if it is working.

Configuring static files. Make CSS, JS, and Images file to work.

1. Create a new folder named ‘static’ inside your project folder. Copy all the static files for your project inside this directory.
2. Register the static directory inside the project’s ‘settings.py’ file. Code as follows:

STATIC\_URL = 'static/'

STATIC\_ROOT = BASE\_DIR /'static'

STATICFILES\_DIRS = [

'greatkart/static',

]

1. Now from the terminal run the following command to register all the changes that we made for static files in the ‘settings.py’ file. Run the below command:

python manage.py collectstatic

1. The above command will collect the static folder from our project directory and make a copy of it to the root directory of our project and register all the files.
2. Now go to your html file and add the line below at the very beginning to load all the static files inside that particular html file so that we can make use of them.

{% load static %}

1. Now in the html file replace all the links with

{% static ‘link\_to\_that\_file’ %}

For example, In my html file favicon link was:

<link href="images/favicon.ico" rel="shortcut icon" type="image/x-icon" />

Now as we need to load it from our static folder the new link will be as follows:

<link href="{% static 'images/favicon.ico' %}" rel="shortcut icon" type="image/x-icon" />

1. Now run the server. Everything will work smoothly.

Refactor the html file. Break the main html file into segments, so that we can reuse it in other html files with out re writing it everywhere.

1. Create a subfolder under ‘templates’ folder. I’m naming it as ‘includes’. You can name it anything.
2. Separate the header code as ‘header.html’ save it inside ‘includes’ folder. And don’t forget to add

{% load static %}

at the very beginning in the ‘header.html’ file.

1. Separate the nav bar code as ‘nav\_bar.html’ save it inside ‘includes’ folder. And don’t forget to add

{% load static %}

at the very beginning in the ‘header.html’ file.

1. Separate the footer code as ‘footer.html’ save it inside ‘includes’ folder. And don’t forget to add

{% load static %}

at the very beginning in the ‘header.html’ file.

1. Now link the ‘header.html’ file, ‘nav\_bar.html’ file and ‘footer.html’ file inside the ‘index.html’. As:

<!-- Including header file -->

{% include 'includes/header.html' %}

<!-- Including nav bar file -->

{% include 'includes/nav\_bar.html' %}

<!-- Loading static files -->

{% load static %}

<!-- Your main html code here for index.html file -->

<!-- Including footer file -->

{% include 'includes/footer.html' %}

1. Now run the server again. It will work fine as pervious.

Creating new app for categories:

1. Goto terminal and type the following to create a new app. I’m naming my app as ‘category’ as we will do all the category stuff here.

python manage.py startapp category

1. Now firstly register your app to your project. Go to your project’s ‘settings.py’ file and there inside INSTALLED\_APPS add your app name.
2. Now we will create the model (database table) for our category. Go to your app’s ‘models.py’ file and configure your database table. Mine is as below:

class Category(models.Model):

category\_name = models.CharField(max\_length = 100, unique = True)

# A Slug is basically a short label for something, containing only

# letters, numbers, underscores or hyphens. They’re generally used in URLs.

category\_slug = models.SlugField(max\_length = 100, unique = True)

category\_description = models.TextField()

category\_image = models.ImageField(blank = True)

created\_at = models.DateTimeField(auto\_now = True)

updated\_at = models.DateTimeField(auto\_now\_add = True)

1. Now register your model to your app’s ‘admin.py’. Code as follows:

from .models import Category

# Register your models here.

admin.site.register(Category)

1. Now install the ‘pillow’ library as we are using image field. Otherwise, migrations will now be completed.

pip install pillow

1. Now make the migrations to the database. Run the below code to make the migration.

python manage.py makemigrations

1. Now migrate it to database. Code as follows:

python manage.py migrate

1. Now create a superuser to log in into the Django admin panel. Run the code below:

python manage.py createsuperuser

1. Run the server and log in into Django admin page.

python manage.py runserver

1. ![](data:image/png;base64,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)In the Django admin pannel you will see that our table name is showing as ‘categorys’ although we have named it as ‘category’.

The main reason is that Django is making the name as plural as there can be multiple records. We can make it better. For that go to your app’s ‘models.py’ and add the code below inside your existing class ‘Category’:
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verbose\_name = 'category'

verbose\_name\_plural = 'categories'

Then, again run the makemigrations and migrate commands.

Creating Custom User model for user login instead of Django default user model.

1. Create a new app. I’m naming it as ‘accounts’. Run the code below to create this app:

python manage.py startapp accounts

1. Register your app to your project’s ‘settings.py’ file.
2. Now create the model. Edit your app’s ‘model.py’ file as below:

from django.db import models

from django.contrib.auth.models import AbstractBaseUser, BaseUserManager

# Create your models here.

class MyAccountManager(BaseUserManager):

def create\_user(self, first\_name, last\_name, username, email, password=None):

if not email:

raise ValueError('Email is mandatory')

if not username:

raise ValueError('User Name is mandatory')

user = self.model(

# this will convert any capitals in email to small

email = self.normalize\_email(email),

username = username,

first\_name = first\_name,

last\_name = last\_name,

)

# setting the password with the inbuilt function set\_password

user.set\_password(password)

# saving the user to database

user.save(using = self.\_db)

# returning user object

return user

def create\_superuser(self, first\_name, last\_name, username, email, password):

# creating super user with the help of create\_user method

user = self.create\_user(

email = self.normalize\_email(email),

username = username,

password = password,

first\_name = first\_name,

last\_name = last\_name,

)

# giving all the permissions to the super user

user.is\_admin = True

user.is\_active = True

user.is\_staff = True

user.is\_superadmin = True

# saving the super user with all the permissions

user.save(using = self.\_db)

# returning superuser

return user

class Account(AbstractBaseUser):

first\_name = models.CharField(max\_length = 50)

last\_name = models.CharField(max\_length = 50)

username = models.CharField(max\_length = 50, unique = True)

email = models.EmailField(max\_length = 100, unique = True)

phone\_number = models.CharField(max\_length = 10)

# Required fields

date\_joined = models.DateTimeField(auto\_now = True)

last\_login = models.DateTimeField(auto\_now\_add = True)

is\_admin = models.BooleanField(default = False)

is\_staff = models.BooleanField(default = False)

is\_active = models.BooleanField(default = False)

is\_superadmin = models.BooleanField(default = False)

# instead of username we are taking email as login credential

USERNAME\_FIELD = 'email'

# the below fields are required while creating an account

REQUIRED\_FIELDS = [

'username',

'first\_name',

'last\_name',

]

# specifying that we are using the MyAccountManager for all the operations

objects = MyAccountManager()

# in the django pannel we want to show emails instead of account object

def \_\_str\_\_(self):

return self.email

# checking if it is admin then has all the permissions

def has\_perm(self, perm, obj = None):

return self.is\_admin

def has\_module\_perms(self, add\_label):

return True

1. Now go to project’s ‘settings.py’ file to register the custom user model that we currently created. Add the below code there.

# Registering custom user model

AUTH\_USER\_MODEL = 'accounts.Account' # accounts is app name. Accounts is the model name

1. Now register your ‘**Account**’ model to your ‘accounts’ app’s ‘admin.py’ file. Code as follows:

from django.contrib import admin

from .models import Account

# Register your models here.

admin.site.register(Account)

1. Now we need to delete the old database and all old migration files from the project and from both the apps. It will also delete our previous super user. So, we can add new super user with the new custom model.
   1. Delete the ‘db.sqlite3’ file from the root folder
   2. Delete all the files from ‘migrations’ folder except ‘\_\_init\_\_.py’ file from ‘category’ app.
   3. Delete all the files from ‘migrations’ folder except ‘\_\_init\_\_.py’ file from ‘accounts’ app.
2. Run the migration code.

python manage.py makemigrations

python manage.py migrate

1. Now create superuser. It will be created with the new custom use model that we have created.

python manage.py createsuperuser

Output:

$ python manage.py createsuperuser

Email: test@gmail.com

Username: test

First name: test

Last name: user

Password: 123

Password (again): 123

Superuser created successfully.

1. ![](data:image/png;base64,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)Now run server and go to the admin page.

python manage.py runserver

You can see there instead of asking username and password as before now it is asking for email and password for logging in into the Django admin.

1. Now if you login into the Django admin you can see the Account object is showing as only the email and if we open if we can see that the password is editable.
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So, we want to change the view of the accounts and also, we want that the passwords can’t be editable.

1. For that we need to change our ‘accounts’ app’s ‘admin.py’ file.

from django.contrib import admin

from .models import Account

from django.contrib.auth.admin import UserAdmin

# Register your models here.

class AccountAdmin(UserAdmin):

list\_display = (

'email',

'first\_name',

'last\_name',

'username',

'date\_joined',

'last\_login',

'is\_staff',

)

# as we are using custom model,

# we need the below code to modify the view

filter\_horizontal = ()

list\_filter = ()

# we want to click on first\_name and last\_name to open the object

list\_display\_links = ('email', 'first\_name', 'last\_name')

# making date fields as readonly

readonly\_fields = ('date\_joined', 'last\_login')

# sort the display list by date\_joined in descending order

ordering = ('-date\_joined',)

# making password as non-editable

fieldsets = ()

admin.site.register(Account, AccountAdmin)
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Configuring Media files:

1. Open project’s ‘settings.py’ file and add the media configuration code as follows:

# Media configuration

MEDIA\_URL = 'media/'

MEDIA\_ROOT = BASE\_DIR /'media'

1. Open project’s ‘urls.py’ file to set media configuration for URLs as well.

from django.contrib import admin

from django.urls import path

from . import views

from django.conf.urls.static import static

from django.conf import settings

urlpatterns = [

path('admin/', admin.site.urls),

path("", views.home, name='home'),

] + static(settings.MEDIA\_URL, document\_root = settings.MEDIA\_ROOT)

1. Now if we add any category with image the image will work fine.

Configuring slug field pre-populated.

When ever we’re adding a new category, we need to manually add the slug field. We need it to be auto generated from the ‘category\_name’. For that we need to do the following changes:

1. Firstly, we need to change the ‘category’ app’s ‘admin.py’ file.

from django.contrib import admin

from .models import Category

# Register your models here.

class CategoryAdmin(admin.ModelAdmin):

prepopulated\_fields = {

'category\_slug' : ('category\_name',)

}

# displaying category\_name and category\_slug

list\_display = ('category\_name', 'category\_slug')

admin.site.register(Category, CategoryAdmin)

Creating app for Store:

1. Go to git bash terminal and type the command to create a new app named ‘store’. Code as follows:

python manage.py startapp store

1. Register your app in the project’s ‘settings.py’ file’s INSTALLED\_APPS list.
2. Now edit your newly created ‘store’ app’s ‘model.py’ to create fields to store all the products in our database. Code as follows:

from django.db import models

from category.models import Category

# Create your models here.

class Product(models.Model):

product\_name = models.CharField(max\_length = 200, unique = True)

product\_slug = models.SlugField(max\_length = 200, unique = True)

description = models.TextField(blank = True)

price = models.IntegerField()

image = models.ImageField(upload\_to = 'photos/products')

stock = models.IntegerField()

is\_available = models.BooleanField(default = True)

# CASCADE means if the category is deleted then

# all products of that category will also be deleted

category = models.ForeignKey(Category, on\_delete = models.CASCADE)

created\_at = models.DateTimeField(auto\_now = True)

updated\_at = models.DateTimeField(auto\_now\_add = True)

def \_\_str\_\_(self):

return self.product\_name

1. Now edit ‘store’ app’s ‘admin.py’ file for :- i) registering our model, ii) ‘product\_slug’ as populated field and iii) custom items displaying list. Code as follows:

from django.contrib import admin

from .models import Product

# Register your models here.

class ProductAdmin(admin.ModelAdmin):

prepopulated\_fields = {

'product\_slug' : ('product\_name',)

}

list\_display = ('product\_name', 'price', 'stock', 'category', 'updated\_at', 'is\_available')

admin.site.register(Product, ProductAdmin)

1. Now make migrations to the database: Run the below code:

python manage.py makemigrations

1. Now do all the migrations to the database. Run the code as follows:

python manage.py migrate

1. Now run the server and add all the products from Django admin panel.

Displaying products from the database to our webpage.

1. Edit project’s ‘views.py’ file to get all products from ‘store’ app’s ‘models.py’ which are available.

from django.shortcuts import render

from store.views import Product

def home(request):

products = Product.objects.all().filter(is\_available = True)

context = {

'products' : products,

}

return render(request, 'index.html', context)

1. Now edit ‘index.html’ file to show all the products from database to webpage.
   1. Keep only one column from the row div and delete all others.
   2. Loop over that one particular row to show all the details from database. Code as follows:

{% for product in products %}

<div class="col-md-3">

<div class="card card-product-grid">

<a href="#" class="img-wrap">

<img src="{{ product.image.url }}" />

</a>

<figcaption class="info-wrap">

<a href="#" class="title">{{ product.product\_name }}</a>

<div class="price mt-1">${{ product.price }}</div>

<!-- price-wrap.// -->

</figcaption>

</div>

</div>

{% endfor %}

Making the store page

1. Redirect ‘store/’ related all urls to the ‘store’ app’s ‘urls.py’. Code as follows:

from django.contrib import admin

from django.urls import include, path

from . import views

from django.conf.urls.static import static

from django.conf import settings

urlpatterns = [

path('admin/', admin.site.urls),

path("", views.home, name='home'),

path("store/", include('store.urls')),

] + static(settings.MEDIA\_URL, document\_root = settings.MEDIA\_ROOT)

1. Go to ‘store’ app and create a new python file named ‘urls.py’. Add the code as follows:

from django.urls import path

from store import views

urlpattern = [

path("", views.store, name="store")

]

1. Create a new folder named ‘store’ inside the ‘templates’ folder and in that create a new html file named ‘store.html’. Copy the template code into the ‘store.html’ file.
2. Goto ‘store’ app’s ‘views.py’ file. Add the following code there.

from django.shortcuts import render

from .models import Product

# Create your views here.

def store(request):

products = Product.objects.all().filter(is\_available = True)

products\_count = products.count()

context = {

'products' : products,

'products\_count' : products\_count,

}

return render(request, 'store/store.html', context)

1. Now modify the ‘store.html’ file to show the product names and its details accordingly.

Making use of slug:

1. Edit your ‘store’ app’s ‘urls.py’ file. Code as follows:

from django.urls import path

from . import views

urlpatterns = [

path("", views.store, name="store"),

path("<slug:category\_slug>/", views.store, name="products\_by\_category"),

]

1. Edit your ‘store’ app’s ‘views.py’ file. Code as follows:

from django.shortcuts import get\_object\_or\_404, render

from category.models import Category

from .models import Product

# Create your views here.

def store(request, category\_slug = None):

categories = None

products = None

# if category\_slug is not None

if category\_slug != None:

# getting category by category\_slug

categories = get\_object\_or\_404(Category, category\_slug = category\_slug)

# getting products by category\_slug

products = Product.objects.filter(category = categories, is\_available = True)

products\_count = products.count()

# if category\_slug is None

else:

products = Product.objects.all().filter(is\_available = True)

products\_count = products.count()

context = {

'products' : products,

'products\_count' : products\_count,

}

return render(request, 'store/store.html', context)

Context\_Processor -> Getting slug links in the menu:

1. Create a new python file named ‘context\_processor.py’ under the ‘category’ app. Add the below code there:

from .models import Category

# context\_processors is a list of dotted Python paths to callables

# that are used to populate the context when a template is rendered

# with a request. These callables take a request object as argument

# and return a dict of items to be merged into the context.

def menu\_links(request):

all\_links = Category.objects.all()

return dict(all\_links = all\_links)

1. Register your context\_processor to the project’s ‘settings.py’ file. Go to project’s ‘settings.py’ file. There go to TEMPLATES -> OPTIONS -> context\_processors and add the function to it like below:

'category.context\_processors.menu\_links',

\*\* Now we can use the menu\_links to anywhere in our apps or in project itself. A context processor is a function that takes the current HttpRequest object as an argument and returns a dictionary of variables that can be made available to all templates.

1. Delete all the categories from the dropdown except one and modify is as follows:

<div class="dropdown-menu">

{% for link in all\_links %}

<a class="dropdown-item" href="#">{{ link.category\_name }}</a>

{% endfor %}

</div>

1. Now make the links to the category list.
2. Edit the href for categories as follows:

<div class="dropdown-menu">

<a class="dropdown-item" href="{% url 'store' %}">All Products</a>

{% for category in all\_links %}

<a class="dropdown-item" href="{{ category.get\_url }}"

>{{ category.category\_name }}</a

>

{% endfor %}

</div>

1. Now go to ‘models.py’ file of your ‘category’ app. And add a new function ‘get\_url’ in the class ‘Category’ which will be responsible for the category links. Code as follows:

def get\_url(self):

# The reverse function allows retrieving url details from

# the url’s.py file through the name value provided.

return reverse('products\_by\_category', args=[self.category\_slug])

Displaying categories in the store page.

1. Go to ‘store/store.html’ file and delete all the list menus except one. And with that code as follows:

<ul class="list-menu">

<li>

<a href="{% url 'store' %}">All Products</a>

</li>

{% for category in all\_links %}

<li>

<a href="{{ category.get\_url }}">{{ category.category\_name }}</a>

</li>

{% endfor %}

</ul>

Single Product details page setup:

1. Goto ‘store’ app’s ‘urls.py’ file. Add the code for ‘category\_slug’. Code as follows:

from django.urls import path

from . import views

urlpatterns = [

path("", views.store, name="store"),

path("<slug:category\_slug>/", views.store, name="products\_by\_category"),

path("<slug:category\_slug>/<slug:product\_slug>/", views.product\_details, name="product\_details"),

]

1. Now go to ‘store’ app’s ‘views.py’ file. Create the function to show the product details. Code as follows:

def product\_details(request, category\_slug, product\_slug):

try:

# category\_\_category\_slug means we are refering cate\_slug of category model.

# double unserscore \_\_ means accessing models propoerty directly.

product = Product.objects.get(category\_\_category\_slug = category\_slug, product\_slug = product\_slug)

except Exception as e:

raise e

context = {

'product' : product,

}

return render(request, 'store/product\_details.html', context)

1. Now create a new html file named ‘product\_details.html’ under the ‘store’ folder inside the ‘templates’ folder.
2. Add the html code there for product details.

Get URL for products:

1. Firstly, go to ‘store’ app’s ‘models.py’ and add a function ‘get\_url’ as follows:

def get\_url(self):

return reverse('product\_details', args=[self.category.category\_slug, self.product\_slug])

1. Now go to ‘store.html’ file and make the links there as:

<figure class="card card-product-grid">

<div class="img-wrap">

<a href="{{ product.get\_url }}" class="title"

><img src="{{ product.image.url }}"

/></a>

</div>

<!-- img-wrap.// -->

<figcaption class="info-wrap">

<div class="fix-height">

<a href="{{ product.get\_url }}" class="title"

>{{ product.product\_name }}</a

>

<div class="price-wrap mt-2">

<span class="price">${{ product.price }}</span>

<del class="price-old">$1980</del>

</div>

<!-- price-wrap.// -->

</div>

<a href="#" class="btn btn-block btn-primary">Add to cart </a>

</figcaption>

</figure>

1. Now go to ‘index.html’ file and make the links as follows:

<div class="card card-product-grid">

<a href="{{ product.get\_url }}" class="img-wrap">

<img src="{{ product.image.url }}" />

</a>

<figcaption class="info-wrap">

<a href="{{ product.get\_url }}" class="title">{{ product.product\_name }}</a>

<div class="price mt-1">${{ product.price }}</div>

<!-- price-wrap.// -->

</figcaption>

</div>

Adding ‘carts’ functionality:

1. Create new app named ‘carts’ from the terminal. Type the code as follows:

python manage.py startapp carts

1. Register your app in your project’s ‘settings.py’ file. Go to INSTALLED\_APPS and add the name of your newly created app there. Here ‘carts’.
2. Now register the urlpatterns for the ‘carts’ app to the project’s ‘url.py’ file.
   1. Create a new python file named ‘urls.py’ inside the ‘carts’ app.
   2. Go to project’s ‘urls.py’ file and add the path for the ‘carts’ app’s ‘urls.py’ as follows:

urlpatterns = [

path('admin/', admin.site.urls),

path('', views.home, name='home'),

path('store/', include('store.urls')),

path('cart/', include('carts.urls')),

] + static(settings.MEDIA\_URL, document\_root = settings.MEDIA\_ROOT)

1. Now go to your app’s ‘urls.py’ file for configuring urlpatterns. Code as follows:

from django.urls import path

from . import views

urlpatterns = [

path("", views.cart, name="cart"),

]

1. Now go to your app’s ‘views.py’ file to create the view for the url. Code as follows:

from django.shortcuts import render

# Create your views here.

def cart (request):

return render(request, 'store/cart.html')

1. Now create a new html file named ‘cart.html’ under the ‘store’ folder inside the ‘templates’ folder. And code accordingly.

Adding ‘cart’ tables to the Data Base:

1. Go to ‘cart’ app’s ‘models.py’ file and add the code as follows:

from django.db import models

from store.views import Product

# Create your models here.

class Cart(models.Model):

cart\_id = models.CharField(max\_length = 100, blank = True)

date\_added = models.DateField(auto\_now\_add = True)

def \_\_str\_\_(self):

return self.cart\_id

class CartItem(models.Model):

product = models.ForeignKey(Product, on\_delete = models.CASCADE)

cart = models.ForeignKey(Cart, on\_delete = models.CASCADE)

quantity = models.IntegerField()

is\_active = models.BooleanField(default = True)

def \_\_str\_\_(self):

return self.product.product\_name

1. Now go to your ‘store’ app’s ‘admin.py’ file and register both the newly created tables as follows:

from django.contrib import admin

from .models import Cart, CartItem

# Register your models here.

admin.site.register(Cart)

admin.site.register(CartItem)

1. Now make the migrations to the Data Base. Code as follows:

python manage.py makemigrations

1. Now migrate all the changes to the database. Code as follows:

python manage.py migrate

Adding add to cart functionality and session key:

1. Go to your ‘cart’ app’s ‘views.py’ file and edit the code as follows:

from django.shortcuts import render, redirect

from store.models import Product

from .models import Cart, CartItem

# Create your views here.

# getting cart\_id by session key using this provate function

def \_cart\_id(request):

cart = request.session.session\_key

# if there is no cart\_id then creating a new one

if not cart:

cart = request.session.create()

# returning the cart

return cart

def add\_to\_cart(request, product\_id):

# getting the product by its id

product = Product.objects.get(id = product\_id)

# getting the cart by using the \_cart\_id() using the session key

try:

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

# if cart does not exists then creating a new one

except Cart.DoesNotExists:

cart = Cart.objects.create(

cart\_id = \_cart\_id(request)

)

# saving the cart

cart.save()

# adding items to existing cart

try:

# getting the item with the which product and which cart

cart\_item = CartItem.objects.get(product = product, cart = cart)

# incrementing the quantity

cart\_item.quantity += 1

# saving the cart\_item

cart\_item.save()

# if no cart is there then creating a new one

except CartItem.DoesNotExist:

cart\_item = CartItem.objects.create(

product = product,

cart = cart,

quantity = 1

)

# saving the cart item

cart\_item.save()

return redirect('cart')

def cart (request):

return render(request, 'store/cart.html')

1. Now go to ‘cart’ app’s ‘urls.py’ file and add the url path for add to cart as follows:

from django.urls import path

from . import views

urlpatterns = [

path("", views.cart, name="cart"),

path("add\_to\_cart/<int:product\_id>", views.add\_to\_cart, name='add\_to\_cart'),

]

1. Now go to the ‘product\_details.html’ page under the ‘store’ folder under the ‘templates’ folder. Now replace the link from the <a> tag of the ‘Add to cart’ link as follows:

<a href="{% url 'add\_to\_cart' product.id %}" class="btn btn-primary">

<span class="text">Add to cart</span>

<i class="fas fa-shopping-cart"></i>

</a>

Cart view for getting Items, Total & Quantity:

1. Go to ‘cart’ app’s ‘views.py’ file and modify the cart method as follows:

def cart (request, total = 0, quantity = 0, cart\_items = None):

tax = 0

try:

# getting the cart objects from the session key with the private function

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

# getting all the cart items depending on the cart

cart\_items = CartItem.objects.filter(cart = cart, is\_active = True)

# calculating the total price and quantity by looping over the cart items

for cart\_item in cart\_items:

total += (cart\_item.product.price \* cart\_item.quantity)

quantity += cart\_item.quantity

except Cart.DoesNotExist:

# simply do nothing

pass

context = {

'cart\_items' : cart\_items,

'total' : total,

'quantity' : quantity,

}

return render(request, 'store/cart.html', context)

1. Now edit ‘cart.html’ file under the ‘store’ folder inside the ‘templates’ folder. Loop over the item list to show the items and its details on the cart page.
2. For the calculating the sub-total price of each item depending on its price and quantity, create a new function named ‘sub\_total’ under the class ‘CartItems’ inside the ‘cart’ app’s ‘models.py’ file. The function code as follows:

def sub\_total(self):

return self.product.price \* self.quantity

1. Now go back to ‘cart.html’ file and for calculating the sub-total price of each item add the code as follows:

{{ cart\_item.sub\_total }}

Implementing the Total, Tax and Grand Total:

1. For calculating the Tax and Grand total go to ‘cart’ app’s ‘views.py’ file and edit the ‘cart’ function as follows:

def cart (request, total = 0, quantity = 0, cart\_items = None):

tax, grand\_total = 0, 0

try:

# getting the cart objects from the session key with the private function

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

# getting all the cart items depending on the cart

cart\_items = CartItem.objects.filter(cart = cart, is\_active = True)

# calculating the total price and quantity by looping over the cart items

for cart\_item in cart\_items:

total += (cart\_item.product.price \* cart\_item.quantity)

quantity += cart\_item.quantity

tax = total \* 0.02 # tax is 2%

grand\_total = total + tax

except Cart.DoesNotExist:

# simply do nothing

pass

context = {

'cart\_items' : cart\_items,

'total' : total,

'quantity' : quantity,

'tax' : tax,

'grand\_total' : grand\_total,

}

return render(request, 'store/cart.html', context)

1. Now go back to ‘cart.html’ file and display the Total, Tax and Grand total as follows:

<dl class="dlist-align">

<dt>Total price:</dt>

<dd class="text-right">${{ total }}</dd>

</dl>

<dl class="dlist-align">

<dt>Tax:</dt>

<dd class="text-right">${{ tax }}</dd>

</dl>

<dl class="dlist-align">

<dt>Grand Total:</dt>

<dd class="text-right text-dark b">

<strong>${{ grand\_total }}</strong>

</dd>

</dl>

Adding the increment, decrement and remove functionality to the cart page:

1. Increment =>

Go to ‘cart.html’ page and for the increment button convert the button tag to anchor tag and add href attribute as follows:

<a

href="{% url 'add\_to\_cart' cart\_item.product.id %}"

class="btn btn-light"

type="button"

id="button-plus"

></a>

1. Decrement =>

* Go to ‘cart’ app’s ‘views.py’ file and add a new function for this functionality as follows:

def remove\_from\_cart(request, product\_id):

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

product = get\_object\_or\_404(Product, id = product\_id)

cart\_item = CartItem.objects.get(product = product, cart = cart)

# if more than one items then decrease the count

if cart\_item.quantity > 1:

cart\_item.quantity -= 1

cart\_item.save()

# if only one item then delete

else:

cart\_item.delete()

return redirect('cart')

* Now go to ‘cart’ app’s ‘urls.py’ file to register the url. Code as follows:

urlpatterns = [

path("", views.cart, name="cart"),

path("add\_to\_cart/<int:product\_id>", views.add\_to\_cart, name='add\_to\_cart'),

path("remove\_from\_cart/<int:product\_id>", views.remove\_from\_cart, name='remove\_from\_cart'),

]

* Now go to ‘cart.html’ file and for the decrement button, remove the button tag with anchor tag and add href as follows:

<a

href="{% url 'remove\_from\_cart' cart\_item.product.id %}"

class="btn btn-light"

type="button"

id="button-minus"

></a>

1. Remove Button =>

* Go to ‘cart’ app’s ‘views.py’. Add a new function as follows:

# Remove whole item from cart

def remove\_cart\_item(request, product\_id):

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

product = get\_object\_or\_404(Product, id = product\_id)

cart\_item = CartItem.objects.get(product = product, cart = cart)

cart\_item.delete()

return redirect('cart')

* Now go to ‘cart’ app’s ‘urls.py’ add a new url pattern for removing the whole item as follows:

urlpatterns = [

path("", views.cart, name="cart"),

path("add\_to\_cart/<int:product\_id>", views.add\_to\_cart, name='add\_to\_cart'),

path("remove\_from\_cart/<int:product\_id>", views.remove\_from\_cart, name='remove\_from\_cart'),

path("remove\_cart\_item/<int:product\_id>", views.remove\_cart\_item, name='remove\_cart\_item'),

]

* Lastly, go to ‘cart.html’ file and add the url to the href of the remove button as follows:

<a

href="{% url 'remove\_cart\_item' cart\_item.product.id %}"

class="btn btn-danger"

>

Remove</a

>

Adding message for empty shopping cart:

1. Go to ‘cart.html’ and add if there is not cart item then show Cart is Empty message else wrap every line of code responsible for showing the cart items inside the else block. Code as follows:

{% if not cart\_items %}

<div class="text-center">

<h1>Your shopping cart is empty</h1>

<br />

<a href="{% url 'store' %}" class="btn btn-primary">Continue Shopping</a>

</div>

{% else %}

<!-- Code for displaying the items if cart is not empty -->

{% endif %}

Fixing Add to Cart links:

1. Fixing the ‘Add to cart’ link on the store page itself. Go to ‘store.html’ file and for Add to Cart add the link as follows:

<a href="{% url 'add\_to\_cart' product.id %}" class="btn btn-block btn-primary"

>Add to cart

</a>

1. Fixing the product name link in the cart page. Go to ‘cart.html’ and for the product name link add the link as follows:

<a href="{{ cart\_item.product.get\_url }}" class="title text-dark"

>{{ cart\_item.product.product\_name }}</a

>

1. Fixing the continue shopping button link on the cart page. Go to ‘cart.html’ file and for the Continue Shopping button add the link to the ‘store.html’ file as follows:

<a href="{% url 'store' %}" class="btn btn-light btn-block"

>Continue Shopping</a

>

1. Fixing the cart icon link on the navigation bar. Go to ‘nav-bar.html’ and find the cart icon. There code as follows:

<a href="{% url 'cart' %}" class="widget-header pl-3 ml-3">

<div class="icon icon-sm rounded-circle border">

<i class="fa fa-shopping-cart"></i>

</div>

<span class="badge badge-pill badge-danger notify">0</span>

</a>

Check if product is added to Cart, then show Added to Cart, else show Add to Cart:

1. Go to ‘store’ app’s views.py file and add some lines of code in the ‘product\_details’ function. Code as follows:

from carts.models import CartItem

from carts.views import \_cart\_id

def product\_details(request, category\_slug, product\_slug):

try:

# category\_\_category\_slug means we are refering cate\_slug of category model.

# double unserscore \_\_ means accessing models propoerty directly.

product = Product.objects.get(category\_\_category\_slug = category\_slug, product\_slug = product\_slug)

in\_cart = CartItem.objects.filter(cart\_\_cart\_id = \_cart\_id(request), product = product).exists()

except Exception as e:

raise e

context = {

'product' : product,

'in\_cart' : in\_cart,

}

return render(request, 'store/product\_details.html', context)

1. Now go to ‘product\_details.html’ page and modify the code where Add to Cart option is. Code as follows:

<!-- if not in stock -->

{% if product.stock <= 0 %}

<h3 class="text-danger">Out of stock</h3>

<!-- if in stock -->

{% else %}

<!-- -->

{% if in\_cart %}

<a href="#" class="btn btn-success">

<span class="text">Added to Cart</span>

<i class="fas fa-check"></i>

</a>

<a href="{% url 'cart' %}" class="btn btn-outline-primary">

<span class="text">View Cart</span>

<i class="fas fa-eye"></i>

</a>

{% else %}

<a href="{% url 'add\_to\_cart' product.id %}" class="btn btn-primary">

<span class="text">Add to Cart</span>

<i class="fas fa-shopping-cart"></i>

</a>

{% endif %}

<!-- end of nested if -->

{% endif %}

Showing the cart item count using context processor:

1. Go to ‘carts’ app and create a new python file named ‘context\_processor.py’. Code as follows:

from .models import Cart, CartItem

from .views import \_cart\_id

def counter(request):

cart\_count = 0

# if admin login then nothing

if 'admin' in request.path:

return {}

# if customer page then

else:

try:

# getting the cart

cart = Cart.objects.filter(cart = \_cart\_id(request))

# getting the latest cart item from all the cart items

cart\_items = CartItem.objects.all().filter(cart = cart[:1])

# looping through the items in cart

for cart\_item in cart\_items:

# incrementing the counter

cart\_count += cart\_item.quantity

# if no cart is there

except Cart.DoesNotExist:

cart\_count = 0

return dict(cart\_count = cart\_count)

1. Now go to project’s ‘settings.py’ file to register the newly created context\_processor. Go to ‘settings.py’ there find the TEMPLATES -> OPTIONS -> context\_preprocessors add the context\_preprocessor of ‘carts’ app there as:

'carts.context\_processors.counter',

1. Now go to ‘nav-bar.html’ where out cart count is showing and replace the 0 with the cart\_count as follows:

<a href="{% url 'cart' %}" class="widget-header pl-3 ml-3">

<div class="icon icon-sm rounded-circle border">

<i class="fa fa-shopping-cart"></i>

</div>

<span class="badge badge-pill badge-danger notify">{{ cart\_count }}</span>

</a>

Pagination:

1. Go to ‘store’ app’s ‘views.py’ file and firstly import the Paginator as follows:

# imporing paginator

from django.core.paginator import EmptyPage, PageNotAnInteger, Paginator

1. Then in the ‘views.py’ file slightly modify the ‘store’ method as follows:

def store(request, category\_slug = None):

categories = None

products = None

# if category\_slug is not None

if category\_slug != None:

# getting category by category\_slug

categories = get\_object\_or\_404(Category, category\_slug = category\_slug)

# getting products by category\_slug

products = Product.objects.filter(category = categories, is\_available = True)

# we are showing 1 product in one page

paginator = Paginator(products, 1)

# getting the page from url using GET request, like, page\_url/?page=2

page = request.GET.get('page')

# with the page number showing the products

paged\_products = paginator.get\_page(page)

products\_count = products.count()

# if category\_slug is None

else:

products = Product.objects.all().filter(is\_available = True)

# we are showing 3 products in one page

paginator = Paginator(products, 3)

# getting the page from url using GET request, like, page\_url/?page=2

page = request.GET.get('page')

# with the page number showing the products

paged\_products = paginator.get\_page(page)

products\_count = products.count()

context = {

# 'products' : products,

# instead of all products we are only passing the specified number of products

'products' : paged\_products,

'products\_count' : products\_count,

}

return render(request, 'store/store.html', context)

1. Now implement this paginator functionality in the html template. Go to ‘store.html’ file. Change the nav (pagination) section as follows:

<nav class="mt-4" aria-label="Page navigation sample">

<!-- If we have more than one pages then showing the pagination -->

{% if products.has\_other\_pages %}

<ul class="pagination">

<!-- Previous page button logic -->

{% if products.has\_previous %}

<!-- if there is previous page then show button -->

<li class="page-item">

<a class="page-link" href="?page={{ products.previous\_page\_number }}"

>Previous</a

>

</li>

<!-- if there is no previous page then disable button -->

{% else %}

<li class="page-item disabled">

<a class="page-link" href="#">Previous</a>

</li>

{% endif %}

<!-- Page number buttons logic -->

{% for i in products.paginator.page\_range %}

<!-- if the current page then show as active -->

{% if products.number == i %}

<li class="page-item active">

<a class="page-link" href="#">{{ i }}</a>

</li>

<!-- if any other page then show page number -->

{% else %}

<li class="page-item">

<a class="page-link" href="?page={{i}}">{{ i }}</a>

</li>

{% endif %}

<!-- end of for loop -->

{% endfor %}

<!-- next page button logic -->

{% if products.has\_next %}

<!-- if there is next page then show button -->

<li class="page-item">

<a class="page-link" href="?page={{ products.next\_page\_number }}">Next</a>

</li>

{% else %}

<!-- if there is no next page then disable button -->

<li class="page-item disabled">

<a class="page-link" href="#">Next</a>

</li>

{% endif %}

</ul>

{% endif %}

</nav>

Implementing the search functionality

1. Firstly, go to the ‘nav-bar.html’ and find the search form. Edit the form as follows:

<form action="{% url 'search' %}" class="search" method="GET">

<div class="input-group w-100">

<input

type="text"

class="form-control"

style="width: 60%"

placeholder="Search"

name="keyword"

/>

<div class="input-group-append">

<button class="btn btn-primary" type="submit">

<i class="fa fa-search"></i>

</button>

</div>

</div>

</form>

1. Now, we need to create the urlpattern for the search functionality. For that go to ‘store’ app’s ‘urls.py’ file and add a new url pattern for search like below:

urlpatterns = [

path("", views.store, name="store"),

path("category/<slug:category\_slug>/", views.store, name="products\_by\_category"),

path("category/<slug:category\_slug>/<slug:product\_slug>/", views.product\_details, name="product\_details"),

path("search/", views.search, name="search"),

]

\*\* Here we added ‘category/’ before the ‘products\_by\_category’ and ‘product\_details’ urls because is we left it as normal the search url will be treated as one of the category slugs and will not find any category named search. So, for that we modified these two urls like this.

1. Now implement that search functionality in the ‘store’ app’s ‘views.py’ file. Code as follows:

# Importing Q

from django.db.models import Q

def search(request):

# if keyword is in the url

if 'keyword' in request.GET:

# storing the keyword

keyword = request.GET['keyword']

# if keyword is not blank

if keyword:

# here description\_\_icontains means it will find the keyword in the full description

# products = Product.objects.filter(description\_\_icontains = keyword)

# in django filter , means AND operation and for OR in we need to use QuerySet Q like below

products = Product.objects.filter(Q(description\_\_icontains = keyword) | Q(product\_name\_\_icontains = keyword))

products\_count = products.count()

context = {

'products' : products,

'products\_count' : products\_count,

}

return render(request, 'store/store.html', context)

1. Now change the ‘store.html’ page so that is any one is searching something then show message as ‘Search Result’ and if visiting the store then show message as ‘Our Store’. Find the area where ‘Our Store’ is written and then change it as follows:

<div class="container">

{% if 'search' in request.path %}

<h2 class="title-page">Search Result</h2>

{% else %}

<h2 class="title-page">Our Store</h2>

{% endif %}

</div>

1. Now lastly, if there is no result found then we want to show a message as ‘No result found’ in the store page. For that go to ‘store.html’ page, find where we are looping through the products and modify it as follows:

<!-- if any product is found then -->

{% if products %}

<!-- Looping through the products -->

{% for product in products %}

<div class="col-md-4">

<figure class="card card-product-grid">

<div class="img-wrap">

<a href="{{ product.get\_url }}" class="title"

><img src="{{ product.image.url }}"

/></a>

</div>

<!-- img-wrap.// -->

<figcaption class="info-wrap">

<div class="fix-height">

<a href="{{ product.get\_url }}" class="title"

>{{ product.product\_name }}</a

>

<div class="price-wrap mt-2">

<span class="price">${{ product.price }}</span>

<del class="price-old">$1980</del>

</div>

<!-- price-wrap.// -->

</div>

<a href="{{ product.get\_url }}" class="btn btn-block btn-primary"

>View Details

</a>

</figcaption>

</figure>

</div>

{% endfor %}

<!-- if no product is not found -->

{% else %}

<div>

<h2>No result found. Try again.</h2>

</div>

{% endif %}

Product Variations:

1. Go to ‘product-details.html’ page and wrap the article tag where the product details are showing, into a form tag, whose method will be ‘POST’ and action will be ‘{% url 'add\_to\_cart' product.id %}’. Also add csrf\_token as it is POST request. Code as follows:

<form action="{% url 'add\_to\_cart' product.id %}" method="GET">

{% csrf\_token %}

<!-- Code for showing product details -->

</form>

1. Now change the anchor tag for ‘Add to Cart’ to a button. Code as follows:

<button type="submit" class="btn btn-primary">

<span class="text">Add to Cart</span>

<i class="fas fa-shopping-cart"></i>

</button>

1. Now change the radio options for color and size for the product variation to dropdown options. Currently we are using static options. Later we will convert it into dynamic. Code as follows:

<div class="row">

<div class="item-option-select">

<h6>Choose Color</h6>

<select name="color" class="form-control">

<option selected disabled hidden>Select color</option>

<option value="red">Red</option>

<option value="yellow">Yellow</option>

<option value="green">Green</option>

</select>

</div>

</div>

<div class="row">

<div class="item-option-select">

<h6>Select Size</h6>

<select name="size" class="form-control">

<option selected disabled hidden>Select size</option>

<option value="small">Small</option>

<option value="medium">Medium</option>

<option value="large">Large</option>

</select>

</div>

</div>

Creating Product Variation Model:

1. Firstly, creating the model. Go to ‘store’ app’s ‘models.py’ file. Add the product variation class below the ‘Product’ class as follows:

# for dynamically fetching color and size

class VariationManager(models.Manager):

def colors(self):

return super(VariationManager, self).filter(variation\_category = 'color', is\_active = True)

def sizes(self):

return super(VariationManager, self).filter(variation\_category = 'size', is\_active = True)

variation\_category\_choice = (

('color', 'color'),

('size', 'size')

)

class Variation(models.Model):

product = models.ForeignKey(Product, on\_delete = models.CASCADE)

variation\_category = models.CharField(max\_length = 100, choices = variation\_category\_choice)

variation\_value = models.CharField(max\_length = 100)

is\_active = models.BooleanField(default = True)

created\_date = models.DateTimeField(auto\_now = True)

# registering VariationManager

objects = VariationManager()

1. Now make the migrations to the Database. Code as follows:

python manage.py makemigrations

python manage.py migrate

1. Register your model to the admin. Go to ‘store’ app’s ‘admin.py’ file and code as follows:

from django.contrib import admin

from .models import Product, Variation

# Register your models here.

class ProductAdmin(admin.ModelAdmin):

prepopulated\_fields = {

'product\_slug' : ('product\_name',)

}

list\_display = ('product\_name', 'price', 'stock', 'category', 'updated\_at', 'is\_available')

class VariationAdmin(admin.ModelAdmin):

list\_display = ('product', 'variation\_category', 'variation\_value', 'is\_active')

# making is\_active field editable directly from admin interface

list\_editable = ('is\_active',)

# Adding filer on the admin pannel

list\_filter = ('product', 'variation\_category', 'variation\_value')

admin.site.register(Product, ProductAdmin)

admin.site.register(Variation, VariationAdmin)

1. Now go to the ‘product\_details.html’ and convert the color and size variation section as follows:

<div class="row">

<div class="item-option-select">

<h6>Choose Color</h6>

<select name="color" class="form-control">

<option selected disabled hidden>Select color</option>

{% for i in product.variation\_set.colors %}

<option value="{{ i.variation\_value | lower }}">

{{ i.variation\_value | capfirst }}

</option>

{% endfor %}

</select>

</div>

</div>

<!-- row.// -->

<div class="row">

<div class="item-option-select">

<h6>Select Size</h6>

<select name="size" class="form-control">

<option selected disabled hidden>Select size</option>

{% for i in product.variation\_set.sizes %}

<option value="{{ i.variation\_value | lower }}">

{{ i.variation\_value | capfirst }}

</option>

{% endfor %}

</select>

</div>

</div>

Variation model for variation category:

1. Goto the ‘views.py’ file in the ‘carts’ app. And modify the add\_to\_cart function as follows:

def add\_to\_cart(request, product\_id):

# getting the product by its id

product = Product.objects.get(id = product\_id)

product\_variation = []

if request.method == 'POST':

for item in request.POST:

key = item

value = request.POST[key]

try:

variation = Variation.objects.get(product = product, variation\_category\_\_iexact = key, variation\_value\_\_iexact = value)

product\_variation.append(variation)

except:

pass

try:

# getting the cart by using the \_cart\_id() using the session key

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

# if cart does not exists then creating a new one

except Cart.DoesNotExist:

cart = Cart.objects.create(

cart\_id = \_cart\_id(request)

)

# saving the cart

cart.save()

# adding items to existing cart

try:

# getting the item with the which product and which cart

cart\_item = CartItem.objects.get(product = product, cart = cart)

# incrementing the quantity

cart\_item.quantity += 1

# saving the cart\_item

cart\_item.save()

# if no cart is there then creating a new one

except CartItem.DoesNotExist:

cart\_item = CartItem.objects.create(

product = product,

cart = cart,

quantity = 1

)

# saving the cart item

cart\_item.save()

return redirect('cart')

1. Goto ‘models.py’ file in the ‘store’ app. And modify the code as follows:

class Variation(models.Model):

product = models.ForeignKey(Product, on\_delete = models.CASCADE)

variation\_category = models.CharField(max\_length = 100, choices = variation\_category\_choice)

variation\_value = models.CharField(max\_length = 100)

is\_active = models.BooleanField(default = True)

created\_date = models.DateTimeField(auto\_now = True)

# registering VariationManager

objects = VariationManager()

def \_\_str\_\_(self):

return self.variation\_value

1. Now go to ‘models.py’ file in the ‘carts’ app. Modify the code as follows:

from store.models import Product, Variation

class CartItem(models.Model):

product = models.ForeignKey(Product, on\_delete = models.CASCADE)

# Many-To-Many Relationship : Multiple records in a table are associated with multiple records in another table.

variations = models.ManyToManyField(Variation, blank = True)

cart = models.ForeignKey(Cart, on\_delete = models.CASCADE)

quantity = models.IntegerField()

is\_active = models.BooleanField(default = True)

def sub\_total(self):

return self.product.price \* self.quantity

def \_\_unicode\_\_(self):

return self.product

1. Now migrate the changes in the database. As follows:

python manage.py makemigrations

python manage.py migrate

1. Now go to the ‘admin.py’ file of the ‘carts’ app. Code as follows:

from django.contrib import admin

from .models import Cart, CartItem

# Register your models here.

class CartAdmin(admin.ModelAdmin):

list\_display = ('cart\_id', 'date\_added')

class CartItemAdmin(admin.ModelAdmin):

list\_display = ('product', 'cart', 'quantity', 'is\_active')

admin.site.register(Cart, CartAdmin)

admin.site.register(CartItem, CartItemAdmin)

Adding Variation in Cart Item:

1. Firstly, go to the ‘views.py’ file of ‘carts’ app. Modify the getting cart item code as follows:

# GETTING THE CART-ITEM

# adding items to existing cart

try:

# getting the item with the which product and which cart

cart\_item = CartItem.objects.get(product = product, cart = cart)

# incrementing the quantity

cart\_item.quantity += 1

# adding variation to the cart-item

if product\_variation:

for item in product\_variation:

cart\_item.variations.add(item)

# saving the cart\_item

cart\_item.save()

# if no cart is there then creating a new one

except CartItem.DoesNotExist:

cart\_item = CartItem.objects.create(

product = product,

cart = cart,

quantity = 1

)

# adding variation to the cart-item

if product\_variation:

for item in product\_variation:

cart\_item.variations.add(item)

# saving the cart item

cart\_item.save()

return redirect('cart')

1. Now go to the ‘product\_details.html’ and remove the code for if item is already in the cart. And only place the code for add\_to\_cart. Code as follows:

{% if product.stock <= 0 %}

<h3 class="text-danger">Out of stock</h3>

<!-- if in stock -->

{% else %}

<button type="submit" class="btn btn-primary">

<span class="text">Add to Cart</span>

<i class="fas fa-shopping-cart"></i>

</button>

{% endif %}

1. Now if we add new product with new variations, it will add the variation in the existing product not as a new. For that we need to modify the ‘views.py’ file of the ‘carts’ app for clearing the existing variation.

# GETTING THE CART-ITEM

# adding items to existing cart

try:

# getting the item with the which product and which cart

cart\_item = CartItem.objects.get(product = product, cart = cart)

# incrementing the quantity

cart\_item.quantity += 1

# adding variation to the cart-item

if product\_variation:

cart\_item.variations.clear()

for item in product\_variation:

cart\_item.variations.add(item)

# saving the cart\_item

cart\_item.save()

# if no cart is there then creating a new one

except CartItem.DoesNotExist:

cart\_item = CartItem.objects.create(

product = product,

cart = cart,

quantity = 1

)

# adding variation to the cart-item

if product\_variation:

cart\_item.variations.clear()

for item in product\_variation:

cart\_item.variations.add(item)

# saving the cart item

cart\_item.save()

return redirect('cart')

1. Now to show products with its variations, modify the ‘cart.html’ file. Modify the section where we are showing the variation\_category (here, size & color) and variation\_value. Code as follows:

<p class="text-muted small">

<!-- Checking if item variation -->

{% if cart\_item.variations.all %}

<!-- iterating over the item variation -->

{% for item in cart\_item.variations.all %}

{{ item.variation\_category | capfirst }} :

{{ item.variation\_value }} <br />

<!-- end of for loop -->

{% endfor %}

<!-- end of if condition -->

{% endif %}

</p>

Grouping Cart Item Variations

1. Whenever we are adding new item variation for the same product, it will add an extra count but replace the existing variation with the new variation. But we need if existing variation the count will be incremented but if new variation then we add it as a new. For that we need to modify the ‘**GETTING THE CART-ITEM**’ section in the ‘**add\_to\_cart()**’ method in the ‘**views.py**’ file in the ‘**carts**’ app. Code as follows:

# GETTING THE CART-ITEM

# checking if cart item is already present in cart or not

is\_cart\_item\_exists = CartItem.objects.filter(product = product, cart = cart).exists()

# if already present

if is\_cart\_item\_exists:

cart\_item = CartItem.objects.filter(product = product, cart = cart)

existing\_variation\_list = []

id\_list = []

# getting all the existing variations

for item in cart\_item:

existing\_variation = item.variations.all()

existing\_variation\_list.append(list(existing\_variation))

id\_list.append(item.id)

# if variation is in the exsiting variation list

if product\_variation in existing\_variation\_list:

# getting current variation in existing list

curr\_item\_inex = existing\_variation\_list.index(product\_variation)

curr\_item\_id = id\_list[curr\_item\_inex]

# getting item

item = CartItem.objects.get(product = product, id = curr\_item\_id)

item.quantity += 1

item.save()

# if variation is not in the exsiting variation list

else:

item = CartItem.objects.create(product = product, quantity = 1, cart = cart)

if len(product\_variation) > 0:

item.variations.clear()

item.variations.add(\*product\_variation)

item.save()

# if no cart is there then creating a new one

else:

cart\_item = CartItem.objects.create(

product = product,

cart = cart,

quantity = 1

)

if len(product\_variation) > 0:

cart\_item.variations.clear()

cart\_item.variations.add(\*product\_variation)

cart\_item.save()

return redirect('cart')

Cart Increment/Decrement/Remove with variations:

1. Now, our add new and existing variations to the cart is working. But in the cart page when ever we are trying to increment the count, it is adding new item with no variations at all. And whenever we are trying to decrement the count or delete the item from cart it is showing an error **MultipleObjectsReturned**. Because it is unable to uniquely identify the cart items uniquely. To resolve this error, we need to modify our ‘cart.html’ file.

**Cart Increment with variation**:

1. As our ‘add\_to\_cart’ method is checking for ‘POST’ request, we are going to change the anchor tag, for plus button, with a button inside a form with POST method. Code as follows:

<div class="input-group-append">

<form action="{% url 'add\_to\_cart' cart\_item.product.id %}" method="post">

{% csrf\_token %}

<!-- looping over all the variations -->

{% for item in cart\_item.variations.all %}

<input

type="hidden"

name="{{ item.variation\_category | lower }}"

value="{{ item.variation\_value | capfirst }}"

/>

{% endfor %}

<button class="btn btn-light" type="submit" id="button-plus">

<i class="fa fa-plus"></i>

</button>

</form>

</div>

**Cart Decrement with variation:**

1. We need to pass an extra parameter to our ‘remove\_from\_cart’ method named ‘cart\_item\_id**’** which will be the id for the cart item. It will uniquely identify the cart item and this will resolve our **MultipleObjectsReturned** error. For that firstly we need to modify our ‘**cart.html**’ file for the minus button as follows:

<div class="input-group-prepend">

<a

href="{% url 'remove\_from\_cart' cart\_item.product.id cart\_item.id %}"

class="btn btn-light"

type="button"

id="button-minus"

>

<i class="fa fa-minus"></i>

</a>

</div>

1. Now we need to modify the url for accepting the new value. For that go to ‘urls.py’ file inside the ‘carts’ app. Code as follows:

urlpatterns = [

path("", views.cart, name="cart"),

path("add\_to\_cart/<int:product\_id>", views.add\_to\_cart, name='add\_to\_cart'),

path("remove\_from\_cart/<int:product\_id>/<int:cart\_item\_id>", views.remove\_from\_cart, name='remove\_from\_cart'),

path("remove\_cart\_item/<int:product\_id>", views.remove\_cart\_item, name='remove\_cart\_item'),

]

1. Now lastly, we need to modify the ‘remove\_from\_cart’ method in the ‘views.py’ file inside the ‘carts’ app to find the cart\_item with an additional property id. The we will wrap the code inside a try...except block. Code as follows:

def remove\_from\_cart(request, product\_id, cart\_item\_id):

try:

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

product = get\_object\_or\_404(Product, id = product\_id)

cart\_item = CartItem.objects.get(product = product, cart = cart, id = cart\_item\_id)

# if more than one items then decrease the count

if cart\_item.quantity > 1:

cart\_item.quantity -= 1

cart\_item.save()

# if only one item then delete

else:

cart\_item.delete()

except:

pass

return redirect('cart')

**Cart Remove with variation:**

1. Pass the ‘cart\_item\_id’ to the url for remove button to uniquely identify. Go to the ‘cart.html’ file and modify the code for ‘Remove’ button. Code as follows:

<td class="text-right">

<a

href="{% url 'remove\_cart\_item' cart\_item.product.id cart\_item.id%}"

class="btn btn-danger"

>Remove</a>

</td>

1. Go to ‘urls.py’ file in the ‘carts’ app to modify the url pattern to accept the id. Code as follows:

urlpatterns = [

path("", views.cart, name="cart"),

path("add\_to\_cart/<int:product\_id>", views.add\_to\_cart, name='add\_to\_cart'),

path("remove\_from\_cart/<int:product\_id>/<int:cart\_item\_id>", views.remove\_from\_cart, name='remove\_from\_cart'),

path("remove\_cart\_item/<int:product\_id>/<int:cart\_item\_id>", views.remove\_cart\_item, name='remove\_cart\_item'),

]

1. Now lastly, go to the ‘view.py’ file of the ‘carts’ app to accept the id in the remove\_cart\_item method and with that uniquely identify the cart\_item. Code as follows:

# Remove whole item from cart

def remove\_cart\_item(request, product\_id, cart\_item\_id):

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

product = get\_object\_or\_404(Product, id = product\_id)

cart\_item = CartItem.objects.get(product = product, cart = cart, id = cart\_item\_id)

cart\_item.delete()

return redirect('cart')

1. For an additional feature we are confirming the customer are they sure to remove the item from cart or not. For that we need to add a simple JavaScript code to the ‘cart.html’ file. Go to Remove button and add onclick JS code to it as follows:

<td class="text-right">

<a

href="{% url 'remove\_cart\_item' cart\_item.product.id cart\_item.id%}"

onclick="return confirm('Are you sure to delete this item?')"

class="btn btn-danger"

>

Remove</a

>

</td>

Registration, Login and Logout url creation:

1. Go to ‘accounts’ app and create a new python file named ‘urls.py’. Add the urls for registration, login and logout as follows:

from django.urls import path

from . import views

urlpatterns = [

path('register/', views.register, name='register'),

path('login/', views.login, name='login'),

path('logout/', views.logout, name='logout'),

]

1. Now go to project’s ‘urls.py’ file to register the url pattern for accounts app in to the project. Code as follows:

path('accounts/', include('accounts.urls')),

1. Now go to ‘accounts’ app’s views.py file to create the views for the urls. Code as follows:

from django.shortcuts import render

# Create your views here.

def register(request):

return render(request, 'accounts/register.html')

def login(request):

return render(request, 'accounts/login.html')

def logout(request):

return

1. Now go to ‘templates’ folder and create a new folder named ‘accounts’ and there add two new html files named ‘register.html’ and ‘login.html’. And add single line of html to see if the link is working or not.

register.html:

<h2>Register</h2>

login.html:

<h2>Login</h2>

1. Now link the urls to the project’s navbar. Go to ‘templates’ folder, in that go to ‘includes’ folder and there replace the links for ‘Sign in’ and ‘Register’ with the our new urls as follows:

<div>

<a href="{% url 'login' %}">Sign in</a>

<span class="dark-transp"> | </span>

<a href="{% url 'register' %}"> Register</a>

</div>

1. Now populate the ‘register.html’ and ‘login.html’ files with header, navbar and footer.

Registration Form creation:

1. Go to ‘accounts’ app and there create a new python file named ‘forms.py’. It will create the form using Django. Code as follows:

from django import forms

from .models import Account

class RegistrationForm(forms.ModelForm):

password = forms.CharField(

widget=forms.PasswordInput(

attrs={

'placeholder' : 'Enter Password'

}

)

)

confirm\_password = forms.CharField(

widget=forms.PasswordInput(

attrs={

'placeholder' : 'Confirm Password'

}

)

)

class Meta:

model = Account

fields = ['first\_name', 'last\_name', 'email', 'phone\_number', 'password']

1. Sending the form from to the ‘register.html’ file. Go to ‘accounts’ app’s ‘views.py’ file, and modify the register method as follows:

def register(request):

form = RegistrationForm

context = {

'form' : form,

}

return render(request, 'accounts/register.html', context)

1. Now go to the ‘register.html’ file and replace all the <input type=‘…’> with {{ form.field\_name }} like below.

<form method="POST" action="{% url 'register' %}">

{% csrf\_token %}

<div class="form-row">

<div class="col form-group">

<label>First name</label>

{{ form.first\_name }}

</div>

</div>

</form>

1. Adding CSS class to fields to make it seems beautiful.

**Way – 1**: Adding CSS class to each field individually while creating the form. Code as follows:

password = forms.CharField(

widget=forms.PasswordInput(

attrs={

'placeholder' : 'Enter Password',

'class' : 'form-control',

}

)

)

**Way – 2**: Adding CSS class to each field individually after creating the form. Code as follows:

password.widget.attrs['class'] = 'form-control'

confirm\_password.widget.attrs['class'] = 'form-control'

**Way – 3**: Adding CSS class to all fields using \_\_init\_\_() method. Code as follows:

from django import forms

from .models import Account

class RegistrationForm(forms.ModelForm):

password = forms.CharField(

widget=forms.PasswordInput(

attrs={

'placeholder' : 'Enter Password',

}

)

)

confirm\_password = forms.CharField(

widget=forms.PasswordInput(

attrs={

'placeholder' : 'Confirm Password',

}

)

)

class Meta:

model = Account

fields = ['first\_name', 'last\_name', 'email', 'phone\_number', 'password']

def \_\_init\_\_(self, \*args, \*\*kwargs):

super(RegistrationForm, self).\_\_init\_\_(\*args, \*\*kwargs)

for field in self.fields:

self.fields[field].widget.attrs['class'] = 'form-control'

1. Adding Place holder to the inputs. Code as follows:

def \_\_init\_\_(self, \*args, \*\*kwargs):

super(RegistrationForm, self).\_\_init\_\_(\*args, \*\*kwargs)

self.fields['first\_name'].widget.attrs['placeholder'] = 'Enter First Name'

self.fields['last\_name'].widget.attrs['placeholder'] = 'Enter Last Name'

self.fields['email'].widget.attrs['placeholder'] = 'Enter Email Address'

self.fields['phone\_number'].widget.attrs['placeholder'] = 'Enter Phone Number'

for field in self.fields:

self.fields[field].widget.attrs['class'] = 'form-control'

Implementing User Registration:

1. For that go to the ‘accounts’ app’s ‘views.py’ file. And code as follows:

def register(request):

if request.method == 'POST':

form = RegistrationForm(request.POST)

if form.is\_valid():

first\_name = form.cleaned\_data['first\_name']

last\_name = form.cleaned\_data['last\_name']

email = form.cleaned\_data['email']

phone\_number = form.cleaned\_data['phone\_number']

password = form.cleaned\_data['password']

username = email.split('@')[0]

user = Account.objects.create(

first\_name = first\_name,

last\_name = last\_name,

email = email,

username = username,

password = password

)

user.phone\_number = phone\_number

user.set\_password(password)

user.save()

else:

form = RegistrationForm()

context = {

'form' : form,

}

return render(request, 'accounts/register.html', context)

1. Now implementing the logic for checking if password and confirm\_password matches or not. For that go to ‘accounts’ app’s ‘forms.py’ file. Code as follows:

def clean(self):

cleaned\_data = super(RegistrationForm, self).clean()

password = cleaned\_data.get('password')

confirm\_password = cleaned\_data.get('confirm\_password')

if password != confirm\_password:

raise forms.ValidationError(

'Password does not match!!'

)

1. Go to the ‘register.html’ file to show the error to the user. At the end of the registration form add simple two lines of code. One for showing if the given email is already been used, i.e., user with that email already exists. And the second one will be for showing password not matching. Code as follows:

<!-- Error if email already been used -->

{{ form.email.errors }}

<!-- Password not matching error -->

{{ form.non\_field\_errors }}

</form>

Django Message Alert:

1. Refer to Django official documentation. Link as follows: <https://docs.djangoproject.com/en/5.0/ref/contrib/messages/>
2. Go to project’s ‘settings.py’ file. Already the 'django.contrib.messages' is added there by default. We need to add message tag to the project’s ‘settings.py’ file. Add the code anywhere in ‘setings.py’. Code as follows:

from django.contrib.messages import constants as messages

MESSAGE\_TAGS = {

# using ERROR alerts with bootstrap class danger

messages.ERROR: "danger",

}

1. Displaying error messages. Create a new html file named ‘alerts.html’ inside the includes folder. Code as follows:

{% if messages %}

<ul class="messages">

{% for message in messages %}

<li{% if message.tags %} class="{{ message.tags }}"{% endif %}>{{ message }}</li>

{% endfor %}

</ul>

{% endif %}

1. Now include ‘alerts.html’ file in the ‘register.html’ file. Code as follows:

{% include 'includes/alerts.html' %}

1. Now go to ‘accounts’ app’s ‘views.py’ file, import redirect and messages, and add two lines of code in the register method after saving the user.

from django.shortcuts import redirect, render

from django.contrib import messages

def register(request):

if request.method == 'POST':

form = RegistrationForm(request.POST)

if form.is\_valid():

first\_name = form.cleaned\_data['first\_name']

last\_name = form.cleaned\_data['last\_name']

email = form.cleaned\_data['email']

phone\_number = form.cleaned\_data['phone\_number']

password = form.cleaned\_data['password']

username = email.split('@')[0]

user = Account.objects.create(

first\_name=first\_name,

last\_name=last\_name,

email=email,

username=username,

password=password

)

user.phone\_number = phone\_number

user.set\_password(password)

user.save()

# Displaying message

messages.success(request, 'Registration Successful')

return redirect('register')

else:

form = RegistrationForm()

context = {

'form': form,

}

return render(request, 'accounts/register.html', context)

1. Modifying the ‘alerts.html’ file to show messages in a beautiful way with bootstrap. Code as follows:

{% if messages %}

<!-- looping over the messages -->

{% for message in messages %}

<div id="message" class="container">

<div {% if message.tags %} class="alert alert-{{ message.tags }}" {% endif %} role="alert">

<button type="button" class="close" data-dismiss="alert">

<span aria-hidden="true">$times;</span>

</button>

{{ message }}

</div>

</div>

{% endfor %}

<!-- end of loop -->

{% endif %}

1. Now instead of manually closing the alert we are adding JQuery code to automatically close the alert. Go to greatkart/static/js/script.js file. Add the code as follows at the end of the file.

setTimeout(function () {

$("#message").fadeOut("slow");

}, 4000);

If fadeout is not working then, go to the registration page and open the inspect window. Now right click on the reload option and select the ‘Empty Cache and Hard Reload’ option. After reloading try again and it will work fine.

Implementing User Login form:

1. Go to ‘login.html’ and copy the code for login page.
2. Now linking register page with login page and login page with register page.
   1. Go to ‘register.html’ page and link the login page with it. Code as follows:

<p class="text-center mt-4">

Have an account? <a href="{% url 'login' %}">Log In</a>

</p>

* 1. Go to ‘login.html’ page and link the register page with it. Code as follows:

<p class="text-center mt-4">

Don't have account? <a href="{% url 'register' %}">Sign up</a>

</p>

1. Slightly modify the ‘login.html’ page, add action, method and csrf\_token to the form and add name to the input fields. Code as follows:

<form action="{% url 'login' %}" method="POST">

{% csrf\_token %}

<div class="form-group">

<input

type="email"

class="form-control"

placeholder="Email Address"

name="email"

/>

</div>

<!-- form-group// -->

<div class="form-group">

<input

type="password"

class="form-control"

placeholder="Password"

name="password"

/>

</div>

<!-- form-group// -->

<div class="form-group">

<a href="#" class="float-right">Forgot password?</a>

</div>

<!-- form-group form-check .// -->

<div class="form-group">

<button type="submit" class="btn btn-primary btn-block">Login</button>

</div>

<!-- form-group// -->

</form>

1. Now go to the ‘accounts’ apps ‘views.py’ file to make the login functionality. Import auth from django.contrib and Modify the login() method. Code as follows:

from django.contrib import messages, auth

def login(request):

if request.method == 'POST':

email = request.POST['email']

password = request.POST['password']

user = auth.authenticate(email=email, password=password)

if user is not None:

auth.login(request, user)

#messages.success(request, 'Logged in Successfully')

return redirect('home')

else:

messages.error(request, 'Invalid Credentials’)

return redirect('login')

return render(request, 'accounts/login.html')

1. To display messages, go to ‘login.html’ page and add the ‘alerts.html’ in the ‘card-body’ div. Code as follows:

<div class="card-body">

<h4 class="card-title mb-4">Sign in</h4>

{% include 'includes/alerts.html' %}

<form action="{% url 'login' %}" method="POST">

1. Now if the user is logged in the we want to show ‘dashboard’ and ‘logout’ option along with ‘Welcome user first name’ and if it is not logged in then show ‘sign in’ and ‘register’ option along with ‘welcome guest’ like before. Go to the ‘nav\_bar.html’ page and slightly modify the navbar as follows:

<div class="widget-header">

{% if user.id is None %}

<small class="title text-muted">Welcome guest!</small>

<div>

<a href="{% url 'login' %}">Sign in</a>

<span class="dark-transp"> | </span>

<a href="{% url 'register' %}"> Register</a>

</div>

{% else %}

<small class="title text-muted">Welcome {{ user.first\_name }}</small>

<div>

<a href="#">Dashboard</a>

<span class="dark-transp"> | </span>

<a href="{% url 'logout' %}"> Logout</a>

</div>

{% endif %}

</div>

As user object is available to all the templates we can use it with out sending and receiving it to the ‘nav\_bar.html’ page

1. Implementing the logout functionality. For that go to the ‘accounts’ app’s ‘views.py’ file and modify the logout() method as follows:

from django.contrib.auth.decorators import login\_required

@login\_required(login\_url='login')

def logout(request):

auth.logout(request)

messages.success(request, 'Successfully Logged Out')

return redirect('login')

Implementing user activation email link:

1. Firstly, go to ‘accounts’ app’s ‘views.py’ file, and modify the register method as follows:

# Verification email imports

from django.contrib.sites.shortcuts import get\_current\_site

from django.template.loader import render\_to\_string

from django.utils.http import urlsafe\_base64\_encode, urlsafe\_base64\_decode

from django.utils.encoding import force\_bytes

from django.contrib.auth.tokens import default\_token\_generator

from django.core.mail import EmailMessage

def register(request):

if request.method == 'POST':

form = RegistrationForm(request.POST)

if form.is\_valid():

first\_name = form.cleaned\_data['first\_name']

last\_name = form.cleaned\_data['last\_name']

email = form.cleaned\_data['email']

phone\_number = form.cleaned\_data['phone\_number']

password = form.cleaned\_data['password']

username = email.split('@')[0]

user = Account.objects.create(

first\_name=first\_name,

last\_name=last\_name,

email=email,

username=username,

password=password

)

user.phone\_number = phone\_number

user.set\_password(password)

user.save()

# USER ACTIVATION

# getting the current site

current\_site = get\_current\_site(request)

mail\_subject = 'Please activate your account'

#instead of writing message here we are creating a html file and pass the disctionary to it

message = render\_to\_string('accounts/account\_verification\_email',{

'user' : user,

'domain' : current\_site,

# encoding primarykey os that it will be not visible to anyone

'uid' : urlsafe\_base64\_encode(force\_bytes(user.pk)),

# generating token

'token' : default\_token\_generator.make\_token(user),

})

to\_email = email

send\_mail = EmailMessage(mail\_subject, message, to = [to\_email])

send\_mail.send()

# DISPLAYING MESSAGE

messages.success(request, 'Registration Successful!! We have sent you a verification email to your email adderss. Please verify it.')

return redirect('register')

else:

form = RegistrationForm()

context = {

'form': form,

}

return render(request, 'accounts/register.html', context)

1. Now go to ‘accounts’ folder inside the ‘templates’ folder and create a new html file named ‘account\_verification\_email.html’. Then code as follows:

{% autoescape off %}

Hi {{ user.first\_name }},

Please click on the link below to activate your account

http://{{ domain }}{% url 'activate' uidb64=uid token=token %}

If you think it's not you, ignore this email.

{% endautoescape %}

**\*\*autoescape**:

Controls the current auto-escaping behavior. This tag takes either on or off as an argument and that determines whether auto-escaping is in effect inside the block. The block is closed with an endautoescape ending tag.

1. Now configure the SMTP protocol to send activation emails. For that go to project’s ‘settings.py’ app and set up SMTP configuration at the end. Code as follows:

# GMAIL SMTP Configuration

EMAIL\_HOST = 'smtp.gmail.com'

EMAIL\_USE\_TLS = True

EMAIL\_PORT = 587

EMAIL\_HOST\_USER = 'supratim.chakraborty.kdnl@gmail.com'

EMAIL\_HOST\_PASSWORD = 'create\_app\_password\_here'

\*First enable 2 step verification and then create app password

# OUTLOOK SMTP Configuration

EMAIL\_BACKEND = 'django.core.mail.backends.smtp.EmailBackend'

EMAIL\_HOST = 'smtp.office365.com' # Microsoft's SMTP server

EMAIL\_PORT = 587

EMAIL\_USE\_TLS = True

EMAIL\_HOST\_USER = 'evilboy00@outlook.com' # Your Microsoft 365 email

EMAIL\_HOST\_PASSWORD = 'password\_here' # Your Microsoft 365 email password

DEFAULT\_FROM\_EMAIL = EMAIL\_HOST\_USER

1. Now create the ‘activate’ url pattern. For that go to ‘accounts’ app’s ‘urls.py’ file and create a new url pattern for the ‘activate’ link. Code as follows:

urlpatterns = [

path('register/', views.register, name = 'register'),

path('login/', views.login, name = 'login'),

path('logout/', views.logout, name = 'logout'),

path('activate/<uidb64>/<token>', views.activate, name = 'activate')

]

1. Now go to the ‘accounts’ app’s ‘views.py’ file to create a new view for the activate method. Code as follows:

def activate(request, uidb64, token):

try:

# decoding the token

uid = urlsafe\_base64\_decode(uidb64).decode()

# checking with account

user = Account.\_default\_manager.get(pk=uid)

except (TypeError, ValueError, OverflowError, Account.DoesNotExist):

user = None

if user is not None and default\_token\_generator.check\_token(user, token):

# making the user as active

user.is\_active = True

user.save()

messages.success(request, "Congratulations! Your account is activated")

return redirect('login')

else:

messages.error(request,"Invalid activation link!!")

return redirect('register')

Modifying the Registration Message:

1. Now we want to modify the registration message. We need to take the user to the sign in page and instead of sign in box we need to show user an alert that he/she needs to verify his/her email. For that we need to assign a new link for that.
2. Firstly, modify the register method inside the ‘accounts’ app’s ‘views.py’ file. Remove the displaying message part and change the redirect url part. Code as follows:

def register(request):

if request.method == 'POST':

form = RegistrationForm(request.POST)

if form.is\_valid():

first\_name = form.cleaned\_data['first\_name']

last\_name = form.cleaned\_data['last\_name']

email = form.cleaned\_data['email']

phone\_number = form.cleaned\_data['phone\_number']

password = form.cleaned\_data['password']

username = email.split('@')[0]

user = Account.objects.create(

first\_name=first\_name,

last\_name=last\_name,

email=email,

username=username,

password=password

)

user.phone\_number = phone\_number

user.set\_password(password)

user.save()

# USER ACTIVATION

# getting the current site

current\_site = get\_current\_site(request)

mail\_subject = 'Please activate your account'

#instead of writing message here we are creating a html file and pass the disctionary to it

message = render\_to\_string('accounts/account\_verification\_email.html',{

'user' : user,

'domain' : current\_site,

# encoding primarykey os that it will be not visible to anyone

'uid' : urlsafe\_base64\_encode(force\_bytes(user.pk)),

# generating token

'token' : default\_token\_generator.make\_token(user),

})

to\_email = email

send\_mail = EmailMessage(mail\_subject, message, to = [to\_email])

send\_mail.send()

# DISPLAYING MESSAGE

# messages.success(request, 'Registration Successful!! We have sent you a verification email to your email adderss. Please verify it.')

# Redirecting the user to a new link

return redirect('/accounts/login/?command=verification&email='+email)

else:

form = RegistrationForm()

context = {

'form': form,

}

return render(request, 'accounts/register.html', context)

1. Now go to ‘templates’ folder’s ‘accounts’ folder’s ‘login.html’ file. Implement an if-else part so that if redirecting from registration show alert else, show sign in box. Code as follows:

{% if request.GET.command == 'verification' %}

<div class="container mx-auto alert alert-info text-center" role="alert" style="max-width: 1024px; margin-top: 100px">

We have sent you a verification email to your email adderss {{ request.GET.email }}. Please verify it.

<br><br>

Already verified? <a href="{% url 'login' %}">Login</a>

</div>

{% else %}

<div class="card mx-auto" style="max-width: 380px; margin-top: 100px">

<div class="card-body">

<h4 class="card-title mb-4">Sign in</h4>

{% include 'includes/alerts.html' %}

<form action="{% url 'login' %}" method="POST">

{% csrf\_token %}

<div class="form-group">

<input

type="email"

class="form-control"

placeholder="Email Address"

name="email"

/>

</div>

<!-- form-group// -->

<div class="form-group">

<input

type="password"

class="form-control"

placeholder="Password"

name="password"

/>

</div>

<!-- form-group// -->

<div class="form-group">

<a href="#" class="float-right">Forgot password?</a>

</div>

<!-- form-group form-check .// -->

<div class="form-group">

<button type="submit" class="btn btn-primary btn-block">Login</button>

</div>

<!-- form-group// -->

</form>

</div>

<!-- card-body.// -->

</div>

<!-- card .// -->

<p class="text-center mt-4">

Don't have account? <a href="{% url 'register' %}">Sign up</a>

</p>

<br /><br />

{% endif %}

Implementing Dashboard Functionality:

1. Firstly, go to the ‘accounts’ app’s ‘urls.py’ file. And there add the urlpattern for dashboard. Code as follows:

urlpatterns = [

path('register/', views.register, name = 'register'),

path('login/', views.login, name = 'login'),

path('logout/', views.logout, name = 'logout'),

path('dashboard/', views.dashboard, name = 'dashboard'),

path('', views.dashboard, name = 'dashboard'), # if user go to /accounts it will also take to dashboard page

path('activate/<uidb64>/<token>', views.activate, name = 'activate')

]

1. Now create the view for the dashboard. For that go to ‘accounts’ app’s ‘views.py’ file and also add the decorator for @login\_required. Code as follows:

@login\_required(login\_url='login')

def dashboard(request):

return render(request, 'accounts/dashboard.html')

1. Now create a new html page named ‘dashboard.html’. For that, go to the ‘templates’ folder, there go to the ‘accounts’ folder and create the new html file. It will contain all the code for displaying the dashboard content. There also modify the logout link as:

href="{% url 'logout' %}"

1. Now add the dashboard link to the nav-bar. Go to ‘templates’ folder, there go to the ‘includes’ folder. There finds the link for dashboard and change the link form # to dashboard url. Code as follows:

<a href="{% url 'dashboard' %}">Dashboard</a>

1. Now, when a user logs in, instead of taking him/her to home page, we want to take him/her to the dashboard page. And also show the logged in successfully message that we previously commented out.
   1. For that firstly, go to the ‘accounts’ app’s ‘views.py’ file. Slightly modify the login method as follows:

def login(request):

if request.method == 'POST':

email = request.POST['email']

password = request.POST['password']

user = auth.authenticate(email=email, password=password)

if user is not None:

auth.login(request, user)

messages.success(request, 'Logged in Successfully')

return redirect('dashboard')

else:

messages.error(request, 'Invalid Credentials')

return redirect('login')

return render(request, 'accounts/login.html')

* 1. Now go to the ‘dashboard.html’ page to include the ‘alerts.html’ file inside the section tag. Code as follows:

<section class="section-conten padding-y bg">

{% include 'includes/alerts.html' %}

Now implementing forgot password functionality.

1. For that firstly, go to ‘accounts’ app’s ‘urls.py’ file. Add a urlpattern for forgotPassword as follows:

urlpatterns = [

path('register/', views.register, name = 'register'),

path('login/', views.login, name = 'login'),

path('logout/', views.logout, name = 'logout'),

path('dashboard/', views.dashboard, name = 'dashboard'),

path('', views.dashboard, name = 'dashboard'), # if user go to /accounts it will also take to dashboard page

path('activate/<uidb64>/<token>', views.activate, name = 'activate'),

path('forgotPassword', views.forgotPassword, name='forgotPassword'),

]

1. Now create a view for forgotPassword. For that go to ‘accounts’ app’s ‘views.py’ file and create a new view method for forgotPassword as follows:

def forgotPassword(request):

return render(request, 'accounts/forgotPassword.html')

1. Now create a new html file for forgotPassword. Go to ‘templates’ folder, inside that go to ‘accounts’ folder and there create a new html file named ‘forgotPassword.html’. Code as follows:

<!-- Including header file -->

{% include 'includes/header.html' %}

<!-- Including nav bar file -->

{% include 'includes/nav\_bar.html' %}

<!-- Loading static files -->

{% load static %}

<!-- ========================= SECTION ========================= -->

{% block content %}

<!-- ========================= SECTION CONTENT ========================= -->

<section class="section-conten padding-y" style="min-height: 84vh">

<div class="card mx-auto" style="max-width: 380px; margin-top: 100px">

<div class="card-body">

<h4 class="card-title mb-4">Forgot Password</h4>

{% include 'includes/alerts.html' %}

<form action="{% url 'forgotPassword' %}" method="POST">

{% csrf\_token %}

<div class="form-group">

<input

type="email"

class="form-control"

placeholder="Email Address"

name="email"

/>

</div>

<!-- form-group// -->

<div class="form-group">

<a href="{% url 'login' %}" class="float-right"

>Have Password? Login</a

>

</div>

<!-- form-group form-check .// -->

<div class="form-group">

<button type="submit" class="btn btn-primary btn-block">

Submit

</button>

</div>

<!-- form-group// -->

</form>

</div>

<!-- card-body.// -->

</div>

<!-- card .// -->

<p class="text-center mt-4">

Don't have account? <a href="{% url 'register' %}">Sign up</a>

</p>

<br /><br />

</section>

<!-- ========================= SECTION CONTENT END// ========================= -->

{% endblock %}

<!-- Including footer -->

{% include 'includes/footer.html' %}

Implementing the sending forgot password email link.

1. Firstly, go to ‘accounts’ app’s ‘views.py’ file and modify the forgotPassword method as follows:

def forgotPassword(request):

if request.method == 'POST':

email = request.POST['email']

if Account.objects.filter(email = email):

user = Account.objects.get(email\_\_exact=email)

#RESET PASSWORD LINK

# getting the current site

current\_site = get\_current\_site(request)

mail\_subject = 'Please reset your password'

#instead of writing message here we are creating a html file and pass the disctionary to it

message = render\_to\_string('accounts/password\_reset\_email.html',{

'user' : user,

'domain' : current\_site,

# encoding primarykey os that it will be not visible to anyone

'uid' : urlsafe\_base64\_encode(force\_bytes(user.pk)),

# generating token

'token' : default\_token\_generator.make\_token(user),

})

to\_email = email

send\_mail = EmailMessage(mail\_subject, message, to = [to\_email])

send\_mail.send()

messages.success(request, 'Password reset email has been sent to your email address. Verify it!!')

return redirect('login')

else:

messages.error(request,'Accounts does not exists!!')

return redirect('forgotPassword')

return render(request, 'accounts/forgotPassword.html')

1. Now create a new html file named ‘password\_reset\_email.html’. Go to ‘templates’ folder there go to ‘accounts’ folder and create a new file named ‘password\_reset\_email.html’. Code as follows:

{% autoescape off %}

Hi {{ user.first\_name }},

Please click on the link below to reset your password

http://{{ domain }}{% url 'resetpassword\_validate' uidb64=uid token=token %}

If you think it's not you, ignore this email.

{% endautoescape %}

1. Now create a new urlpattern. Go to, ‘accounts’ app’s ‘urls.py’ file and code as follows:

urlpatterns = [

path('register/', views.register, name = 'register'),

path('login/', views.login, name = 'login'),

path('logout/', views.logout, name = 'logout'),

path('dashboard/', views.dashboard, name = 'dashboard'),

path('', views.dashboard, name = 'dashboard'), # if user go to /accounts it will also take to dashboard page

path('activate/<uidb64>/<token>', views.activate, name = 'activate'),

path('forgotPassword/', views.forgotPassword, name='forgotPassword'),

path('resetpassword\_validate/<uidb64>/<token>', views.resetpassword\_validate, name = 'resetpassword\_validate'),

]

Reset Password validation:

1. Go to ‘accounts’ app’s ‘views.py’ file. Create a new method named ‘resetpassword\_validate’ method. Code as follows:

def resetpassword\_validate(request, uidb64, token):

try:

# decoding the token

uid = urlsafe\_base64\_decode(uidb64).decode()

# checking with account

user = Account.\_default\_manager.get(pk=uid)

except (TypeError, ValueError, OverflowError, Account.DoesNotExist):

user = None

if user is not None and default\_token\_generator.check\_token(user, token):

# saving the user in session

request.session['uid'] = uid

messages.success(request, "Please reset your password!!")

return redirect('resetPassword')

else:

messages.error(request,"Link has been expired!!")

return redirect('login')

1. Now go to ‘accounts’ app’s ‘urls.py’ file and create a new url pattern for resetPassword. Code as follows:

urlpatterns = [

path('register/', views.register, name = 'register'),

path('login/', views.login, name = 'login'),

path('logout/', views.logout, name = 'logout'),

path('dashboard/', views.dashboard, name = 'dashboard'),

path('', views.dashboard, name = 'dashboard'), # if user go to /accounts it will also take to dashboard page

path('activate/<uidb64>/<token>', views.activate, name = 'activate'),

path('forgotPassword/', views.forgotPassword, name='forgotPassword'),

path('resetpassword\_validate/<uidb64>/<token>', views.resetpassword\_validate, name = 'resetpassword\_validate'),

path('resetPassword/', views.resetPassword, name='resetPassword'),

]

1. Now go to ‘accounts’ app’s ‘views.py’ file and create a new method named resetPassword. Code as follows:

def resetPassword(request):

if request.method == 'POST':

password = request.POST['password']

confirm\_password = request.POST['confirm\_password']

if password == confirm\_password:

# getting id from the saved session

uid = request.session.get('uid')

# fetching the user

user = Account.objects.get(pk=uid)

# hashing the password

user.set\_password(password)

# saving the password

user.save()

messages.success(request, 'Password reset successful!!')

return redirect('login')

else:

messages.error(request, 'Password do not match!!')

return redirect('forgotPassword')

else:

return render(request, 'accounts/resetPassword.html')

1. Now go to ‘templates’ folder’s ‘accounts’ folder and create a new html file named resetPassword.html file. Code as follows:

<!-- Including header file -->

{% include 'includes/header.html' %}

<!-- Including nav bar file -->

{% include 'includes/nav\_bar.html' %}

<!-- Loading static files -->

{% load static %}

<!-- ========================= SECTION ========================= -->

{% block content %}

<!-- ========================= SECTION CONTENT ========================= -->

<section class="section-conten padding-y" style="min-height: 84vh">

<div class="card mx-auto" style="max-width: 380px; margin-top: 100px">

<div class="card-body">

<h4 class="card-title mb-4">Reset Password</h4>

{% include 'includes/alerts.html' %}

<form action="{% url 'resetPassword' %}" method="POST">

{% csrf\_token %}

<div class="form-group">

<input

type="password"

class="form-control"

placeholder="Create Password"

name="password"

/>

</div>

<!-- form-group// -->

<div class="form-group">

<input

type="password"

class="form-control"

placeholder="Confirm Password"

name="confirm\_password"

/>

</div>

<!-- form-group// -->

<div class="form-group">

<button type="submit" class="btn btn-primary btn-block">Reset</button>

</div>

<!-- form-group// -->

</form>

</div>

<!-- card-body.// -->

</div>

<!-- card .// -->

<p class="text-center mt-4">

Don't have account? <a href="{% url 'register' %}">Sign up</a>

</p>

<br /><br />

</section>

<!-- ========================= SECTION CONTENT END// ========================= -->

{% endblock %}

<!-- Including footer -->

{% include 'includes/footer.html' %}

Implementing Checkout Functionality:

1. Firstly, go to ‘carts’ app’s ‘urls.py’ file and create a new url for checkout. Code as follows:

from django.urls import path

from . import views

urlpatterns = [

path("", views.cart, name="cart"),

path("add\_to\_cart/<int:product\_id>", views.add\_to\_cart, name='add\_to\_cart'),

path("remove\_from\_cart/<int:product\_id>/<int:cart\_item\_id>",

views.remove\_from\_cart, name='remove\_from\_cart'),

path("remove\_cart\_item/<int:product\_id>/<int:cart\_item\_id>",

views.remove\_cart\_item, name='remove\_cart\_item'),

path("checkout/", views.checkout, name='checkout'),

]

1. Now go to the ‘carts’ app’s ‘views.py’ file to create the view for the checkout. We need to show the checkout page if and only if user is logged in. Code as follows:

from django.contrib.auth.decorators import login\_required

@login\_required(login\_url='login')

def checkout(request, total=0, quantity=0, cart\_items=None):

tax = grand\_total = 0

try:

# getting the cart objects from the session key with the private function

cart = Cart.objects.get(cart\_id=\_cart\_id(request))

# getting all the cart items depending on the cart

cart\_items = CartItem.objects.filter(cart=cart, is\_active=True)

# calculating the total price and quantity by looping over the cart items

for cart\_item in cart\_items:

total += (cart\_item.product.price \* cart\_item.quantity)

quantity += cart\_item.quantity

tax = total \* 0.02 # tax is 2%

grand\_total = total + tax

except Cart.DoesNotExist:

# simply do nothing

pass

context = {

'cart\_items': cart\_items,

'total': total,

'quantity': quantity,

'tax': tax,

'grand\_total': grand\_total,

}

return render(request, 'store/checkout.html', context)

1. Now create a new html file named ‘checkout.html’. For that go to ‘templates’ folder and there go to ‘store’ folder and there create the ‘checkout.html’ file.
2. Now link the check out page with cart page. For that go to the ‘templates’ folder, there go to ‘store’ folder and there go to ‘cart.html’ file and there link the checkout link as follows:

<a href="{% url 'checkout' %}" class="btn btn-primary btn-block">

Checkout

</a>

Assigning the cart items to the user.

1. When user is adding item to cart although he/she is not logged in, as soon as he/she logged in the previously added items will be shown after logging in.
2. For that firstly we need to create a new field inside the CartItems model, which will store the user so when he/she logs in then it will be assigned to that user. For that go to ‘carts’ app’s ‘models.py’ file. Add new field named ‘user’ which will be a foreign key as follows:

from accounts.models import Account

class CartItem(models.Model):

# for storing cart items to the user after logging in

user = models.ForeignKey(Account, on\_delete = models.CASCADE, null = True)

product = models.ForeignKey(Product, on\_delete = models.CASCADE)

# Many-To-Many Relationship : Multiple records in a table are associated with multiple records in another table.

variations = models.ManyToManyField(Variation, blank = True)

cart = models.ForeignKey(Cart, on\_delete = models.CASCADE, null = True)

quantity = models.IntegerField()

is\_active = models.BooleanField(default = True)

def sub\_total(self):

return self.product.price \* self.quantity

def \_\_unicode\_\_(self):

return self.product

1. Now go to ‘accounts’ app’s ‘views.py’ file and modify the ‘login’ method as follows:

from carts.models import Cart, CartItem

from carts.views import \_cart\_id

def login(request):

if request.method == 'POST':

email = request.POST['email']

password = request.POST['password']

user = auth.authenticate(email=email, password=password)

if user is not None:

try:

# getting the cart

cart = Cart.objects.get(cart\_id = \_cart\_id(request))

# checking is the cart item exists or not

is\_cart\_item\_exists = CartItem.objects.filter(cart=cart).exists()

if is\_cart\_item\_exists:

# getting the cart item

cart\_item = CartItem.objects.filter(cart = cart)

# assigning the user to all the cart item

for item in cart\_item:

item.user = user

item.save()

except:

pass

auth.login(request, user)

messages.success(request, 'Logged in Successfully')

return redirect('dashboard')

else:

messages.error(request, 'Invalid Credentials')

return redirect('login')

return render(request, 'accounts/login.html')

Modifying the cart counter and cart items for logged in user:

1. Firstly, modifying the cart counter. For that, we need to modify the cart’s context\_processors. For that we need to go to ‘carts’ app’s ‘context\_processors.py’ file. Modify the code as follows:

from .models import Cart, CartItem

from .views import \_cart\_id

def counter(request):

cart\_count = 0

# if admin login then nothing

if 'admin' in request.path:

return {}

# if customer page then

else:

try:

# getting the cart

cart = Cart.objects.filter(cart\_id = \_cart\_id(request))

# if any user is logged in then,

if request.user.is\_authenticated:

# show the cart counter for the looged in user's cart

cart\_items = CartItem.objects.all().filter(user = request.user)

# if no user is logged in then,

else:

# getting the latest cart item from all the cart items

cart\_items = CartItem.objects.all().filter(cart = cart[:1])

# looping through the items in cart

for cart\_item in cart\_items:

# incrementing the counter

cart\_count += cart\_item.quantity

# if no cart is there

except Cart.DoesNotExist:

cart\_count = 0

return dict(cart\_count = cart\_count)

1. Now showing the cart items for the logged in user. For that, modify the ‘cart’ method inside the ‘carts’ app’s ‘views.py’ file. Code as follows:

def cart(request, total=0, quantity=0, cart\_items=None):

tax = grand\_total = 0

try:

if request.user.is\_authenticated:

# getting the cart items depending on the logged in user

cart\_items = CartItem.objects.filter(user = request.user, is\_active=True)

else:

# getting the cart objects from the session key with the private function

cart = Cart.objects.get(cart\_id=\_cart\_id(request))

# getting all the cart items depending on the cart

cart\_items = CartItem.objects.filter(cart=cart, is\_active=True)

# calculating the total price and quantity by looping over the cart items

for cart\_item in cart\_items:

total += (cart\_item.product.price \* cart\_item.quantity)

quantity += cart\_item.quantity

tax = total \* 0.02 # tax is 2%

grand\_total = total + tax

except Cart.DoesNotExist:

# simply do nothing

pass

context = {

'cart\_items': cart\_items,

'total': total,

'quantity': quantity,

'tax': tax,

'grand\_total': grand\_total,

}

return render(request, 'store/cart.html', context)

1. Now we need to also modify the ‘checkout’ method as well so that products will also be visible for the logged in user. For that go to ‘carts’ app’s ‘views.py’ file and modify the code as follows:

@login\_required(login\_url='login')

def checkout(request, total=0, quantity=0, cart\_items=None):

tax = grand\_total = 0

try:

if request.user.is\_authenticated:

# getting the cart items depending on the logged in user

cart\_items = CartItem.objects.filter(user = request.user, is\_active=True)

else:

# getting the cart objects from the session key with the private function

cart = Cart.objects.get(cart\_id=\_cart\_id(request))

# getting all the cart items depending on the cart

cart\_items = CartItem.objects.filter(cart=cart, is\_active=True)

# calculating the total price and quantity by looping over the cart items

for cart\_item in cart\_items:

total += (cart\_item.product.price \* cart\_item.quantity)

quantity += cart\_item.quantity

tax = total \* 0.02 # tax is 2%

grand\_total = total + tax

except Cart.DoesNotExist:

# simply do nothing

pass

context = {

'cart\_items': cart\_items,

'total': total,

'quantity': quantity,

'tax': tax,

'grand\_total': grand\_total,

}

return render(request, 'store/checkout.html', context)

Product Variation grouping for the logged in user:

1. Firstly, we are modifying the product variation grouping when the user is logged in. For that, we need to go to ‘carts’ app’s ‘views.py’ file. And there we need to modify the ‘add\_cart’ method as follows:

def add\_to\_cart(request, product\_id):

# getting the current user

current\_user = request.user

# GETTING THE PRODUCT

# getting the product by its id

product = Product.objects.get(id=product\_id)

# GETTING THE PRODUCT VARIATION

product\_variation = []

if request.method == 'POST':

for item in request.POST:

key = item

value = request.POST[key]

try:

variation = Variation.objects.get(

product=product, variation\_category\_\_iexact=key, variation\_value\_\_iexact=value)

product\_variation.append(variation)

except:

pass

# GETTING THE CART

# getting the cart by using the \_cart\_id() using the session key

try:

cart = Cart.objects.get(cart\_id=\_cart\_id(request))

# if cart does not exists then creating a new one

except Cart.DoesNotExist:

cart = Cart.objects.create(

cart\_id=\_cart\_id(request)

)

# saving the cart

cart.save()

# GETTING THE CART-ITEM FOR AUTHENTICATED USER

if current\_user.is\_authenticated:

# checking if cart item is already present in cart or not

is\_cart\_item\_exists = CartItem.objects.filter(

product=product, user=current\_user).exists()

# GETTING THE CART-ITEM FOR NOT AUTHENTICATED USER

else:

# checking if cart item is already present in cart or not

is\_cart\_item\_exists = CartItem.objects.filter(

product=product, cart=cart).exists()

# if already present

if is\_cart\_item\_exists:

# for authenticated user

if current\_user.is\_authenticated:

cart\_item = CartItem.objects.filter(product=product, user=current\_user)

# for not authenticated user

else:

cart\_item = CartItem.objects.filter(product=product, cart=cart)

existing\_variation\_list = []

id\_list = []

# getting all the existing variations

for item in cart\_item:

existing\_variation = item.variations.all()

existing\_variation\_list.append(list(existing\_variation))

id\_list.append(item.id)

# if variation is in the exsiting variation list

if product\_variation in existing\_variation\_list:

# getting current variation in existing list

curr\_item\_inex = existing\_variation\_list.index(product\_variation)

curr\_item\_id = id\_list[curr\_item\_inex]

# getting item

item = CartItem.objects.get(product=product, id=curr\_item\_id)

item.quantity += 1

item.save()

# if variation is not in the exsiting variation list

else:

# for authenticated user

if current\_user.is\_authenticated:

item = CartItem.objects.create(

product=product, quantity=1, user=current\_user)

# for not authenticated user

else:

item = CartItem.objects.create(

product=product, quantity=1, cart=cart)

if len(product\_variation) > 0:

item.variations.clear()

item.variations.add(\*product\_variation)

item.save()

# if no cart is there then creating a new one

else:

# for authenticated user

if current\_user.is\_authenticated:

cart\_item = CartItem.objects.create(

product=product,

user=current\_user,

quantity=1

)

# for not authenticated user

else:

cart\_item = CartItem.objects.create(

product=product,

cart=cart,

quantity=1

)

if len(product\_variation) > 0:

cart\_item.variations.clear()

cart\_item.variations.add(\*product\_variation)

cart\_item.save()

return redirect('cart')

1. Secondly, we are modifying the product variation grouping when the user is not logged in. After logging in if there is any product with the same variation it will be added with that. Should not show as different variation. For that, we need to go to ‘accounts’ app’s ‘views.py’ file. And there we need to modify the ‘login’ method as follows:
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